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**Módulo 2:**

**PROGRAMACIÓN ORIENTADA A OBJETOS**

**Unidad 4:**

**HERENCIA**

**![C:\Users\marti\Downloads\Work-Icon-4.png](data:image/png;base64,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)**

## ACTIVIDADES PRÁCTICAS

### Herencia, Subclases y superclases, Sobrecarga, protected vs private, final, Herencia vs Composición, constructores en herencia

Considere la siguiente jerarquía de clases java representada por este diagrama UML para los **ejercicios 1 a 5**:
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**1)**

Crear el código para la clase base Empleado. Esta clase contiene:

* Un atributo privado nombre de tipo String que **heredan** el resto de clases.
* Un constructor por defecto.
* Un constructor con parámetros que inicializa el nombre con el String que recibe.
* Método set y get para el atributo nombre.
* Un método toString() que devuelve el String: "Empleado " + nombre.

**Nota:** antes de escribir el resto de clases, que se mencionan en los ejercicios siguientes, considere que debe sobrescribir el método toString() en cada una de ellas y declarar el constructor adecuado de forma tal que al ejecutar las siguientes instrucciones:

* Empleado E1 = new Empleado("Rafael");
* Directivo D1 = new Directivo("Mario");
* Operario OP1 = new Operario("Alfonso");
* Oficial OF1 = new Oficial("Luis");
* Tecnico T1 = new Tecnico("Pablo");
* System.out.println(E1);
* System.out.println(D1);
* System.out.println(OP1);
* System.out.println(OF1);
* System.out.println(T1);

De como resultado lo siguiente:

* Empleado Rafael
* Empleado Mario -> Directivo
* Empleado Alfonso -> Operario
* Empleado Luis -> Operario -> Oficial
* Empleado Pablo -> Operario -> Tecnico

**2)**

Vamos a crear es la clase Operario que **hereda** de forma directa de la clase Empleado. Recuerde que en Java la herencia se expresa mediante la palabra **extends**. *Ejemplo: Operario extends Empleado indica que la clase Operario deriva o hereda de la clase Empleado.* La clase Operario hereda de Empleado el atributo nombre, los métodos get y set y el método toString(). El constructor de la clase recibe el nombre del empleado y lo pasa al constructor de la clase base mediante la instrucción **super**(nombre). En esta clase se modifica (**override**) el método toString() heredado de la clase base para que muestre un mensaje como pide el ejercicio.

**3)**

Escriba el código de la clase Oficial que hereda de la clase Operario. La clase Oficial hereda de Operario el atributo nombre, los métodos get y set y el método toString(). El constructor de la clase recibe el nombre del empleado y lo pasa al constructor de su clase base, en este caso la clase Operario, mediante la instrucción **super**. En esta clase también se modifica el método toString() heredado de su clase base para que muestre un mensaje como pide el ejercicio. Declare a la clase Oficial de tipo **final** y pruebe generar una nueva clase que hereda de ella. ¿Qué es lo que ocurre?

**4)**

Escribir la clase Directivo, similar a la clase Operario. Declare a la clase directivo de tipo **final**.

**5)**

Escribir la clase Tecnico, similar a la clase Oficial. Declare a la clase Tecnico de tipo **final**.

**6)**
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La empresa informática “Codo a Codo Tech” necesita llevar un registro de todos sus empleados que se encuentran en la oficina central, para eso ha creado un diagrama de clases que debe incluir la clase Empleado con las siguientes características:

Atributos:

* nombre: tipo cadena (nombre y apellido)
* cedula: tipo cadena
* edad : entero (rango entre 18 y 45 años)
* casado: boolean
* salario: tipo numérico doble

Métodos:

* Cree un constructor con y sin parámetros de entrada
* Cree un método getCategoria que permita mostrar la clasificación según la edad de acuerdo al siguiente algoritmo:
  + Si edad es menor o igual a 21, Principiante
  + Si edad es >= 22 y <= 35, Intermedio
  + Si edad es >35, Senior
* Sobrescriba el método toString() para poder imprimir los datos del empleado por pantalla (puede utilizar salto de línea \n para separar los atributos).
* Cree un método que permita aumentar el salario en un porcentaje que sería pasado como parámetro al método.

**7)**

Teniendo en cuenta la clase creada en el ejercicio anterior, cree la clase Programador (especialización de Empleado). La clase Programador hereda de Empleado todos sus atributos y métodos. Los atributos que serán propios de la clase Programador serán:

* lineasDeCodigoPorHora : tipo entero
* lenguajeDominante: tipo cadena

Para la clase Programador deberá crear también el método constructor con y sin parámetros de entrada. Redefina algunos de los atributos de la clase Empleado con el tipo de modificador de acceso **protected**. ¿Qué es lo puede hacer ahora desde la clase Programador al haber redefinido así la clase Empleado?

**public** **class** Empleado {

**protected** String nombre;

**protected** String cedula;

**private** **int** edad;

**private** **boolean** casado;

**private** **double** salario;

**8)**
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Construir una clase denominada Factura, hija de la clase Precio y que posea 2 atributos específicos llamados emisor y cliente (que deberán ser los números de CUIT de ellos) y, al menos, 1 método llamado imprimirFactura que deberá mostrar los datos de esa factura.

La clase Precio tendrá los atributos que se listan a continuación, al menos un constructor, sus getters y setters y el método toString:

**public** **class** Precio {

**protected** **double** importeNeto;

**protected** **double** porcentajeIva;

La clase Factura tendrá los atributos anteriormente mencionados, al menos un constructor que invoque al constructor de la clase Precio, sus getters y setters y el método toString.

**public** **class** Factura **extends** Precio{

**private** String emisor;

**private** String cliente;

En ejemplo de ejecución del método imprimirFactura podría ser:

*Factura:*

*Emisor: 201234567891*

*Cliente: 33123456789*

*Precio:*

*Importe Neto: $100.0*

*IVA 21.0%: $21.0*

*Importe Total: $121.0*

**9)**

Crear una clase llamada Cuentaque tendrá los siguientes atributos: dniTitular y saldo(puede tener decimales). El dniTitular será obligatorio y el saldo es opcional. Crea dos constructores que cumplan con lo anterior. Crea sus métodos get y set (excepto para saldo que no deberá tener set) y toString.

La clase tendrá dos métodos más:

* depositar(double importe): se ingresa un importe a la cuenta, si el importe es negativo o cero, no se hará nada y el método devolverá false (error), caso contrario deberá retornar true (ok) y actualizar el saldo de la cuenta.
* extraer(double importe): se retira una cantidad determinada de la cuenta. Si la resta entre el saldo actual y el importe a extraer da negativo, retornar false; caso contrario, retornar true y actualizar el saldo de la cuenta.

**10)**

Reutilizando la clase Cuenta del ejercicio anterior, modifique los atributos de la clase para que tenga un objeto de tipo Persona como atributo en lugar de dniTitular (**composición**). Modifique el resto del código de la clase Cuenta para que su implementación no se vea alterada.

La clase Persona deberá respetar las siguientes condiciones:

* Sus atributos son: dni, nombre, edad, sexo (M y F, Masculino y Femenino). No queremos que se accedan directamente a ellos. Piensa que modificador de acceso es el más adecuado, también su tipo.
* Por defecto, todos los atributos menos el dni serán valores por defecto según su tipo (0 números, cadena vacía para String).
* Se implantarán varios constructores: un constructor que sólo solicitará el dni, un constructor con el dni y sexo, el resto por defecto, y un constructor con todos los atributos como parámetro.
* Métodos set de cada parámetro, excepto para DNI. getters para todos los parámetros.
* toString(): devuelve toda la información del objeto.
* esMayorDeEdad(): indica si es mayor de edad, devuelve un tipo de dato booleano.

Crea una clase instanciada que pida por teclado los datos necesarios para instanciar 3 objetos de tipo Persona utilizando los 3 constructores anteriormente realizados. En caso de ser mayores de edad, crearles una cuenta con la nueva clase Cuenta creada en este ejercicio y que contenga el correspondiente objeto de tipo Persona. Por último, mostrar la información de cada objeto Cuenta y Persona creado.

**11)**

Escriba un método para realizar la búsqueda del nombre de un cliente (Clase Cliente) guardado en un **ArrayList** de clientes. El cliente a buscar será ingresado por consola por el usuario. El método deberá devolver true en caso de que ese nombre exista, sino false. El método buscarCliente podría estar dentro de una clase llamada Local. La clase Cliente deberá tener al menos los atributos: id (int) y nombre (String), sus correspondientes getters y setters y su constructor Cliente(int id, String nombre).

**12)**

Un supermercado nos pide que hagamos una pequeña aplicación que almacene los productos pasados por el escáner. La aplicación debe almacenar Productos (clase) y la cantidad comprada. Para ello deberá tener un **ArrayList** de compras y cada elemento de la lista deberá tener un objeto de tipo Producto y una cantidad de tipo int. La compra al crearse contendrá un precio (puede generarlo aleatoriamente) y una cantidad asociada que también puede ser generado de esa forma si lo desea. El nombre del producto será básico (producto1, producto2, producto3, etc.). Cree la clase Producto, la clase Compra y la clase Supermercado que contendrá el ArrayList de compras. Calcule el precio total de una lista de entre 1 y 8 productos (aleatorio). Mostrar un ticket con todo lo vendido y el precio final como se hacen en los supermercados. Más o menos con este formato, lo importante son los datos, no el estilo:

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*Cantidad\*\*\*Precio\*\*\*\*\*Total

Producto1 5 3.5 17.5

Producto2 7 2.5 17.5

Precio final 35

**Nota:** este ejercicio es una simplificación de un caso real. En un sistema real, la compra debería estar asociada a un Cliente y cada compra a su vez tendría un ArrayList de ítems de la compra que a su vez contendría la información del producto y su correspondiente cantidad comprada.

**RESPUESTAS:**

**1), 2) , 3) , 4) Y 5)**

public class Empleado {

private String Nombre;

public Empleado() {

}

public Empleado(String Nombre) {

this.Nombre = Nombre;

}

public String getNombre() {

return Nombre;

}

public final void setNombre(String Nombre) {

this.Nombre = Nombre;

}

public String obtenerCargo() {

return "Empleado ";

}

@Override

public String toString() {

return obtenerCargo() + Nombre ;

}

}

public class Directivo extends Empleado {

public Directivo(String Nombre) {

super(Nombre);

}

public final String obtenerCargo() {

return "Directivo";

}

@Override

public String toString() {

return "Empleado " + getNombre() + "---> " + obtenerCargo() ;

}

}

public class Operario extends Empleado{

public Operario(String Nombre) {

super(Nombre);

}

public String obtenerCargo() {

return " Operario";

}

@Override

public String toString() {

return "Empleado " + getNombre() + " ---> "+ obtenerCargo();

}

}

public class Oficial extends Operario {

public Oficial(String Nombre) {

super(Nombre);

}

@Override

public final String obtenerCargo() {

return "Operario";

}

public final String especialidad() {

return "Oficial";

}

@Override

public String toString() {

return "Empleado " + getNombre() + " ---> " + obtenerCargo()+" ---> " + especialidad() ;

}

}

public class Tecnico extends Operario {

public Tecnico(String Nombre) {

super(Nombre);

}

@Override

public final String obtenerCargo() {

return " Operario ";

}

public final String especialidad() {

return " Tecnico ";

}

@Override

public String toString() {

return "Empleado " + getNombre() + " ---> "+ obtenerCargo()+ "--->" + especialidad();

}

}

6) Y 7)

public class Empleado {

protected String nombre;

protected String cedula;

protected int edad;

protected boolean casado;

protected double salario;

public Empleado() {

}

public Empleado(String nombre, String cedula, int edad, boolean casado, double salario) {

this.nombre = nombre;

this.cedula = cedula;

if (edad >= 18 && edad <= 45) {

this.edad = edad;

} else {

System.out.println("La edad debe estar entre 18 y 45 años.");

}

this.casado = casado;

this.salario = salario;

}

public double getSalario() {

return salario;

}

public void setSalario(double salario) {

this.salario = salario;

}

public boolean isCasado() {

return casado;

}

public void setCasado(boolean casado) {

this.casado = casado;

}

public int getEdad() {

return edad;

}

public void setEdad(int edad) {

this.edad = edad;

}

public String getCedula() {

return cedula;

}

public void setCedula(String cedula) {

this.cedula = cedula;

}

public String getNombre() {

return nombre;

}

public void setNombre(String nombre) {

this.nombre = nombre;

}

public void aumentarSalario(double porcentajeAumento) {

salario += salario \* (porcentajeAumento / 100);

}

public String getCategoria() {

if (edad <= 21) {

return "Principiante ";

} else { if ( edad >= 22 && edad <= 35 ) {

return " Intermedio ";

} else {

return " Senior ";

}

}

}

@Override

public String toString() {

return " Nombre= " + nombre + " cedula= " + cedula + " edad= " + edad + " casado= " + casado + " salario= " + salario + " categoria: " + getCategoria();

}

}

public class Programador extends Empleado {

private int lineaDeCodigoPorHora;

private String lenguajeDominante;

public Programador() {

}

public Programador(int lineaDeCodigoPorHora, String lenguajeDominante, String nombre, String cedula, int edad, boolean casado, double salario) {

super(nombre, cedula, edad, casado, salario);

this.lineaDeCodigoPorHora = lineaDeCodigoPorHora;

this.lenguajeDominante = lenguajeDominante;

}

public String getLenguajeDominante() {

return lenguajeDominante;

}

public void setLenguajeDominante(String lenguajeDominante) {

this.lenguajeDominante = lenguajeDominante;

}

public int getLineaDeCodigoPorHora() {

return lineaDeCodigoPorHora;

}

public void setLineaDeCodigoPorHora(int lineaDeCodigoPorHora) {

this.lineaDeCodigoPorHora = lineaDeCodigoPorHora;

}

@Override

public String toString() {

return " Linea De Codigo Por Hora= " + lineaDeCodigoPorHora + " Lenguaje Dominante= " + lenguajeDominante ;

}

}

public class Test {

public static void main(String[] args) {

// Creación de un objeto Empleado usando el constructor con parámetros

Empleado empleado1 = new Empleado("Juan Perez", "1234567890", 30, false, 300000.0);

System.out.println("Datos del empleado:");

System.out.println(empleado1); // Llamada al método toString() para imprimir los datos del empleado

// Accediendo a un método de la clase Empleado

empleado1.aumentarSalario(10); // Aumentar salario en un 10%

// Mostrando los datos actualizados del empleado

System.out.println("Datos actualizados del empleado:");

System.out.println(empleado1);

// Creación de un objeto Programador usando el constructor con parámetros

Programador programador1 = new Programador(100, "Java", "Carlos Gutierrez ", "098765432",45, false, 300000);

System.out.println("Datos del programador:");

System.out.println(programador1); // Imprimiendo los datos del programador

// Accediendo a un método de la clase Empleado desde Programador

programador1.aumentarSalario(15); // Aumentar salario en un 15%

// Mostrando los datos actualizados del programador

System.out.println("Datos actualizados del programador:");

System.out.println(programador1);

}

}
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public class Precio {

protected double importeNeto;

protected double porcentajeIva;

public Precio() {

}

public Precio(double importeNeto, double porcentajeIva) {

this.importeNeto = importeNeto;

this.porcentajeIva = porcentajeIva;

}

public double getPorcentajeIva( double Iva) {

return porcentajeIva ;

}

public void setPorcentajeIva(double porcentajeIva) {

this.porcentajeIva = porcentajeIva \* importeNeto ;

}

public double getImporteNeto() {

return importeNeto;

}

public void setImporteNeto(double importeNeto) {

this.importeNeto = importeNeto;

}

@Override

public String toString() {

return "Importe Neto: $" + importeNeto + "\n" +

"IVA " + porcentajeIva + "%: $" + (importeNeto \* porcentajeIva / 100) + "\n" +

"Importe Total: $" + (importeNeto + (importeNeto \* porcentajeIva / 100)) + "\n";

}

}

public class Factura extends Precio {

private String emisor;

private String cliente;

public Factura() {

}

public Factura(String emisor, String cliente, double importeNeto, double porcentajeIva) {

super(importeNeto, porcentajeIva);

this.emisor = emisor;

this.cliente = cliente;

}

public String getCliente() {

return cliente;

}

public void setCliente(String cliente) {

this.cliente = cliente;

}

public String getEmisor() {

return emisor;

}

public void setEmisor(String emisor) {

this.emisor = emisor;

}

public void imprimirFactura() {

System.out.println("Factura:");

System.out.println(" Emisor: " + emisor);

System.out.println(" Cliente: " + cliente);

System.out.println("Precio:");

System.out.println(super.toString());

}

@Override

public String toString() {

return " emisor= " + emisor + " cliente= " + cliente ;

}

}

public class Test {

public static void main(String[] args) {

Factura f1 = new Factura( " Viajes S.A. ", "Carlos Gutierrez" ,3000 , 1.21 );

System.out.println("Factura ");

System.out.println(f1);

Precio p1 = new Precio(3000 , 21 );

System.out.println(" Precio ");

System.out.println(p1);

}

}
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import java.util.Scanner;

public class Cuenta {

private String dniTitular;

private double saldo;

// Constructor con saldo opcional

public Cuenta(String dniTitular, double saldo) {

this.setDniTitular(dniTitular);

this.saldo = saldo;

}

// Constructor sin saldo (saldo por defecto a 0)

public Cuenta(String dniTitular) {

this(dniTitular, 0.00);

}

//gettters y setters para dniTitular

public String getDniTitular() {

return dniTitular;

}

public void setDniTitular(String dniTitular) {

this.dniTitular = dniTitular;

}

//get para saldo

public double getSaldo() {

return saldo;

}

// Método para depositar dinero en la cuenta

public boolean depositar(double importe) {

if (importe > 0) {

saldo += importe;

return true; // Depósito exitoso

} else {

return false; // Error: importe negativo o cero

}

}

// Método para extraer dinero de la cuenta

public boolean extraer(double importe) {

if (saldo - importe >= 0) {

saldo -= importe;

return true; // Extracción exitosa

} else {

return false; // Error: saldo insuficiente

}

}

// toString

@Override

public String toString() {

return "Cuenta{DNI num: '" + dniTitular + "', saldo = $" + saldo + "}";

}

// Método para obtener entrada de texto del usuario

private static String obtenerEntradaTexto(String mensaje) {

Scanner lector = new Scanner(System.in);

System.out.print(mensaje + ": ");

return lector.next();

}

public static void main(String[] args) {

// Obtener datos por teclado

String dniTitular = obtenerEntradaTexto("Ingrese el DNI del titular");

double saldoInicial = Double.parseDouble(obtenerEntradaTexto("Ingrese el saldo inicial"));

// Crear una cuenta con los datos ingresados

Cuenta miCuenta = new Cuenta(dniTitular, saldoInicial);

// Mostrar información de la cuenta

System.out.println("Informacion inicial de la cuenta:");

System.out.println(miCuenta);

System.out.println("---------------------------------");

// Depositar dinero en la cuenta

double deposito = Double.parseDouble(obtenerEntradaTexto("Ingrese el monto a depositar"));

if (miCuenta.depositar(deposito)) {

System.out.println("Deposito exitoso. Saldo actual: $" + miCuenta.getSaldo());

System.out.println("---------------------------------");

} else {

System.out.println("Error al depositar. Importe no valido.");

}

// Extraer dinero de la cuenta

double extraccion = Double.parseDouble(obtenerEntradaTexto("Ingrese el monto a extraer"));

if (miCuenta.extraer(extraccion)) {

System.out.println("Extraccion exitosa. Saldo actual: $" + miCuenta.getSaldo());

System.out.println("---------------------------------");

} else {

System.out.println("Error al extraer. Saldo insuficiente.");

}

}

}
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public class Producto {

private String nombre;

public String getNombre() {

return nombre;

}

public void setNombre(String nombre) {

this.nombre = nombre;

}

}

public class Compra {

private String nombreProducto;

private int cantidad;

private double precio;

public Compra(String nombreProducto, int cantidad, double precio) {

this.nombreProducto = nombreProducto;

this.cantidad = cantidad;

this.precio = precio;

}

public double getPrecioTotal() {

return precio \* cantidad;

}

public String toString() {

return String.format("%-15s %5d %10.2f %10.2f", nombreProducto, cantidad, precio, getPrecioTotal());

}

}

import java.util.ArrayList;

public class Supermercado {

private ArrayList<Compra> compras;

public Supermercado() {

compras = new ArrayList<>();

}

public void agregarCompra(String nombreProducto, int cantidad, double precio) {

compras.add(new Compra(nombreProducto, cantidad, precio));

}

public double calcularPrecioTotal() {

double total = 0;

for (Compra compra : compras) {

total += compra.getPrecioTotal();

}

return total;

}

public void mostrarTicket() {

System.out.println("\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*Cantidad\*\*\*Precio\*\*\*\*\*Total");

for (Compra compra : compras) {

System.out.println(compra.toString());

}

System.out.println("Precio final: " + calcularPrecioTotal());

}

}

import java.util.Random;

public class Test {

public static void main(String[] args) {

Supermercado supermercado = new Supermercado();

Random random = new Random();

int cantidadProductos = random.nextInt(8) + 1;

for (int i = 1; i <= cantidadProductos; i++) {

String nombreProducto = "Producto" + i;

int cantidad = random.nextInt(10) + 1; // Cantidad entre 1 y 10

double precio = random.nextDouble() \* 10; // Precio entre 0 y 10

supermercado.agregarCompra(nombreProducto, cantidad, precio);

}

supermercado.mostrarTicket();

}

}
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import java.util.Scanner;

public class Cuenta {

private String dniTitular;

private double saldo;

// Constructor con saldo opcional

public Cuenta(String dniTitular, double saldo) {

this.setDniTitular(dniTitular);

this.saldo = saldo;

}

// Constructor sin saldo (saldo por defecto a 0)

public Cuenta(String dniTitular) {

this(dniTitular, 0.00);

}

// Métodos get y set para dniTitular

public String getDniTitular() {

return dniTitular;

}

public void setDniTitular(String dniTitular) {

this.dniTitular = dniTitular;

}

// Método get para saldo

public double getSaldo() {

return saldo;

}

// Método para depositar dinero en la cuenta

public boolean depositar(double importe) {

if (importe > 0) {

saldo += importe;

return true; // Depósito exitoso

} else {

return false; // Error: importe negativo o cero

}

}

// Método para extraer dinero de la cuenta

public boolean extraer(double importe) {

if (saldo - importe >= 0) {

saldo -= importe;

return true; // Extracción exitosa

} else {

return false; // Error: saldo insuficiente

}

}

private static String obtenerEntradaTexto(String mensaje) {

Scanner lector = new Scanner(System.in);

System.out.print(mensaje + ": ");

return lector.next();

}

// toString

@Override

public String toString() {

return "Cuenta{DNI num: '" + dniTitular + "', saldo = $" + saldo + "}";

}

public static void main(String[] args) {

// Obtener datos por teclado

String dniTitular = obtenerEntradaTexto("Ingrese el DNI del titular");

double saldoInicial = Double.parseDouble(obtenerEntradaTexto("Ingrese el saldo inicial"));

// Crear una cuenta con los datos ingresados

Cuenta miCuenta = new Cuenta(dniTitular, saldoInicial);

// Mostrar información de la cuenta

System.out.println("Informacion inicial de la cuenta:");

System.out.println(miCuenta);

System.out.println("---------------------------------");

// Depositar dinero en la cuenta

double deposito = Double.parseDouble(obtenerEntradaTexto("Ingrese el monto a depositar"));

if (miCuenta.depositar(deposito)) {

System.out.println("Deposito exitoso. Saldo actual: $" + miCuenta.getSaldo());

System.out.println("---------------------------------");

} else {

System.out.println("Error al depositar. Importe no valido.");

}

// Extraer dinero de la cuenta

double extraccion = Double.parseDouble(obtenerEntradaTexto("Ingrese el monto a extraer"));

if (miCuenta.extraer(extraccion)) {

System.out.println("Extraccion exitosa. Saldo actual: $" + miCuenta.getSaldo());

System.out.println("---------------------------------");

} else {

System.out.println("Error al extraer. Saldo insuficiente.");

}

}

}
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import java.util.Scanner;

public class Cuenta {

private Persona titular;

private double saldo;

// Constructor con saldo opcional

public Cuenta(Persona titular, double saldo) {

this.titular = titular;

this.saldo = saldo;

}

// Constructor sin saldo (saldo por defecto a 0)

public Cuenta(Persona titular) {

this(titular, 0.0);

}

// getters y setters para titular

public Persona getTitular() {

return titular;

}

public void setTitular(Persona titular) {

this.titular = titular;

}

// getter para saldo

public double getSaldo() {

return saldo;

}

// Método para depositar dinero en la cuenta

public boolean depositar(double importe) {

if (importe > 0) {

saldo += importe;

return true; // Depósito exitoso

} else {

return false; // Error: importe negativo o cero

}

}

// Método para extraer dinero de la cuenta

public boolean extraer(double importe) {

if (saldo - importe >= 0) {

saldo -= importe;

return true; // Extracción exitosa

} else {

return false; // Error: saldo insuficiente

}

}

// toString

@Override

public String toString() {

return "Cuenta { Titular = " + titular + ", Saldo = " + saldo + "}";

}

public static void main(String[] args) {

Scanner scanner = new Scanner(System.in);

// Crear tres objetos de tipo Persona con datos ingresados por teclado

System.out.println("Ingrese los datos para la primera persona:");

Persona persona1 = ingresarDatosPersona();

System.out.println("Ingrese los datos para la segunda persona:");

Persona persona2 = ingresarDatosPersona();

System.out.println("Ingrese los datos para la tercera persona:");

Persona persona3 = ingresarDatosPersona();

// Verificar si son mayores de edad y crear una cuenta si es el caso

if (persona1.esMayorDeEdad()) {

Cuenta cuenta1 = new Cuenta(persona1);

System.out.println("Cuenta creada para la primera persona: ");

System.out.println(cuenta1);

System.out.println("----------------------------------------------");

}

if (persona2.esMayorDeEdad()) {

Cuenta cuenta2 = new Cuenta(persona2);

System.out.println("Cuenta creada para la segunda persona: ");

System.out.println(cuenta2);

System.out.println("----------------------------------------------");

}

if (persona3.esMayorDeEdad()) {

Cuenta cuenta3 = new Cuenta(persona3);

System.out.println("Cuenta creada para la tercera persona: ");

System.out.println(cuenta3);

System.out.println("----------------------------------------------");

}

}

// Método para ingresar datos de una persona por teclado

private static Persona ingresarDatosPersona() {

Scanner scanner = new Scanner(System.in);

System.out.print("Ingrese el DNI: ");

String dni = scanner.nextLine();

System.out.print("Ingrese el nombre: ");

String nombre = scanner.nextLine();

System.out.print("Ingrese la edad: ");

int edad = scanner.nextInt();

scanner.nextLine(); // Limpia el buffer de entrada

System.out.print("Ingrese el sexo (M/F): ");

char sexo = scanner.next().charAt(0);

System.out.println("----------------------------------------------");

return new Persona(dni, nombre, edad, sexo);

}

}

import java.util.Scanner;

class Persona {

private String dni;

private String nombre;

private int edad;

private char sexo;

// Constructor solo con DNI

public Persona(String dni) {

this.dni = dni;

}

// Constructor con DNI y sexo, el resto por defecto

public Persona(String dni, char sexo) {

this(dni);

this.sexo = sexo;

}

// Constructor con todos los atributos como parámetro

public Persona(String dni, String nombre, int edad, char sexo) {

this(dni, sexo);

this.nombre = nombre;

this.edad = edad;

}

// setters para cada parámetro, excepto para DNI

public void setNombre(String nombre) {

this.nombre = nombre;

}

public void setEdad(int edad) {

this.edad = edad;

}

public void setSexo(char sexo) {

this.sexo = sexo;

}

// getters para cada parámetro

public String getDni() {

return dni;

}

public String getNombre() {

return nombre;

}

public int getEdad() {

return edad;

}

public char getSexo() {

return sexo;

}

// toString

@Override

public String toString() {

return "Persona {DNI = '" + dni + "', Nombre = '" + nombre + "', Edad = " + edad + ", Sexo = " + sexo + "}";

}

// Método para verificar si es mayor de edad

public boolean esMayorDeEdad() {

return edad >= 18;

}

}
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import java.util.Scanner;

import java.util.ArrayList;

public class Test {

public static void main(String[] args) {

Local local = new Local();

// Agregar clientes al local

local.agregarCliente(new Cliente(1, "Juan"));

local.agregarCliente(new Cliente(2, "María"));

local.agregarCliente(new Cliente(3, "Pedro"));

// Solicitar el nombre del cliente a buscar

Scanner scanner = new Scanner(System.in);

System.out.print("Ingrese el nombre del cliente a buscar: ");

String nombreBuscar = scanner.nextLine();

// Realizar la búsqueda y mostrar el resultado

boolean clienteEncontrado = local.buscarCliente(nombreBuscar);

if (clienteEncontrado) {

System.out.println("El cliente con nombre '" + nombreBuscar + "' existe en la lista.");

} else {

System.out.println("El cliente con nombre '" + nombreBuscar + "' NO existe en la lista.");

}

}

}

class Cliente {

private int id;

private String nombre;

public Cliente(int id, String nombre) {

this.id = id;

this.nombre = nombre;

}

public int getId() {

return id;

}

public void setId(int id) {

this.id = id;

}

public String getNombre() {

return nombre;

}

public void setNombre(String nombre) {

this.nombre = nombre;

}

}

class Local {

private ArrayList<Cliente> clientes;

public Local() {

this.clientes = new ArrayList<>();

}

// Agregar un cliente al ArrayList

public void agregarCliente(Cliente cliente) {

clientes.add(cliente);

}

// Método para buscar un cliente por nombre

public boolean buscarCliente(String nombre) {

for (Cliente cliente : clientes) {

if (cliente.getNombre().equalsIgnoreCase(nombre)) {

return true; // El nombre del cliente existe en la lista

}

}

return false; // No se encontró el nombre del cliente en la lista

}

}